![](data:image/png;base64,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)

Алгоритми та структури даних

**Лабораторна робота №8**

**“Дослідження структури даних бінарне дерево пошуку”**

Робота : Лещинського Б.Д. группа КА-07

06.05.2021

Варіант 13

**Мета роботи:**

Ознайомитись і дослідити структури даних бінарне дерево пошуку та префіксне дерево, розглянути механізми балансування дерева. Набути навичок реалізації бінарного дерева пошуку мовою програмування С++, порівняти власну реалізацію з готовим бібліотечним рішенням STL.

**Хід виконання роботи:**

Базове завдання:

Обрати одну із запропонованих задач та реалізувати бінарне дерево пошуку для ефективнного вирішення цієї задачі.

1. Створити структуру для зберігання об’єктів з характеристиками відповідно до обраної задачі, обрати критерій для порівняння двох об’єктів та перевантажити необхідні оператори.

2. Реалізувати бінарне дерево пошуку:

2.1 Створити базовий елемент дерева Node, що буде містити в собі дані та вказівники на двох нащадків – лівого та правого. За необхідності додати вказівник на батьківський вузол.

2.2 Створити структуру BinarySearchTree з основними методами бінарного дерева пошуку без балансування:

• insert(object) додати новий елемент в дерево (без повторень) • find(object) перевірити наявність елемента в дереві

• erase(object) видалити елемент з дерева

• size() знайти кількість елементів в дереві

2.3 Реалізувати додаткові методи для роботи з деревом:

• print() вивести всі елементи дерева у відсортованому порядку

• height() знайти висоту дерева

• findInRange(minObject, maxObject) знайти всі елементи в

дереві на проміжку [minObject, maxObject], повернути їх

кількість (або динамічний масив (vector) з цими елементами)

3. Провести тестування, використавши вказану нижче функцію testBinarySearchTree(). Перевірити правильність та швидкість роботи, порівнявши з готовим бібліотечним рішенням STL set.

Додаткові завдання:

1. Реалізувати методи бінарного дерева пошуку для роботи з піддеревами:

• merge(tree1, tree2) об’єднати два дерева в одне

• split(tree, object) розділити бінарне дерево пошуку по ключу на два інших, в першому всі елементи < object, в другому >= object

• eraseRange(minObject, maxObject) видалити всі елементи дерева на проміжку [minObject, maxObject], використавши створені вище методи

2. Реалізувати у BinarySearchTree логіку балансування по типу АВЛ-дерева або іншого збалансованого дерева (червоно-чорне дерево, splay дерево

4 Доповнене завдання

Реалізувати префіксне дерево для роботи програми автодоповнення слів. Приклад виконання:

Input: > algorit

Output: > algorithm, algorithmic, algorithmically, algorithms

1. Створити базовий елемент дерева Node, що буде містити хеш-таблицю, де ключ – це текстовий символ, значення – вказівник на відповідний Node, а також булеву помітку чи є цей вузол кінцем слова. Замість хеш-таблиці можна використати статичний або динамічний масив, хоча це не дуже оптимально.

2. Створити структуру Trie та реалізувати основні методи префіксного дерева:

• insert(word) додати нове слово в дерево

• findByPrefix(word) знайти всі слова, які починаються на заданий префікс

3. Зчитати з файлу всі існуючі слова та побудувати з ними префіксне дерево. Файл зі словами можна взяти тут: https://github.com/dwyl/english-words/raw/master/words\_alpha.txt <https://github.com/dwyl/english-words/blob/master/words_alpha.zip?raw=true>

4. Протестувати правильність роботи префіксного дерева, використавши різні префікси, що вводяться з клавіатури.

**Код програми(базове завдання та додаткові завдання):**

#include <iostream>

#include <set>

#include <vector>

#include <cstdlib>

#include <ctime>

#include <cmath>

#include <string>

#include <iomanip>

using namespace std;

long long generateRandLong() {

long long generated = rand() % 9 + 1;

for (int i = 1; i < 10; i++) {

generated \*= 10;

generated += rand() % 10;

}

return generated;

}

std::string possibleNicks[] = { "User111","Skired","MonsterKiller","CatBoiCami" };

struct Data {

std::string username;

int rank;

int experience;

int communityConr;

Data() {

username = possibleNicks[rand() % 3];

rank = rand() % 10000 + 1;

experience = rand() % 10000;

communityConr = rand() % 1000;

}

bool operator< (const Data other) const {

return (this->rank + this->experience + this->communityConr) < (other.rank + other.experience + other.communityConr);

}

bool operator> (const Data other) const {

return (this->rank + this->experience + this->communityConr) > (other.rank + other.experience + other.communityConr);

}

bool operator== (const Data other) const {

return (this->rank + this->experience + this->communityConr) == (other.rank + other.experience + other.communityConr);

}

};

struct TreeNode {

Data player;

TreeNode\* left = nullptr;

TreeNode\* right = nullptr;

int height = 1;

};

struct BinarySearchTree {

TreeNode\* root = nullptr;

int entities = 0;

//

bool search(Data& somePlayer, TreeNode\*& currentNode) {

if (currentNode == nullptr) return false;

if (currentNode->player == somePlayer) return true;

if (currentNode->player < somePlayer)

return search(somePlayer, currentNode->right);

else return search(somePlayer, currentNode->left);

}

bool find(Data& somePlayer) {

return search(somePlayer, root);

}

//

//

TreeNode\* avl\_insert(TreeNode\*& sub\_root, TreeNode\*& insertingPlayer) {

if (insertingPlayer->player > sub\_root->player) {

if (sub\_root->right == nullptr) {

sub\_root->right = insertingPlayer;

}

else {

sub\_root->right = avl\_insert(sub\_root->right, insertingPlayer);

}

}

else {

if (sub\_root->left == nullptr) {

sub\_root->left = insertingPlayer;

}

else {

sub\_root->left = avl\_insert(sub\_root->left, insertingPlayer);

}

}

return balanceNode(sub\_root);

}

void insert(Data& newPlayer) {

if (find(newPlayer)) return; //unique check

TreeNode\* playerToInsert = new TreeNode;

playerToInsert->player = newPlayer;

entities++;

if (root == nullptr) { //empty tree case

root = playerToInsert;

return;

}

else {

root = avl\_insert(root, playerToInsert);

}

}

//

//functions needed for erase() (now in AVL-tree)

TreeNode\* minimum(TreeNode\*& someTree) {

if (someTree->left == nullptr) return someTree;

else return minimum(someTree->left);

}

TreeNode\* removeMinimal(TreeNode\*& node) {

if (node->left == nullptr) {

return node->right;

}

node->left = removeMinimal(node->left);

return balanceNode(node);

}

TreeNode\* avl\_erase(TreeNode\*& sub\_root, Data& deletePlayer) {

if (sub\_root == nullptr) return 0;

if (deletePlayer < sub\_root->player) sub\_root->left = avl\_erase(sub\_root->left, deletePlayer);

else if(deletePlayer > sub\_root->player) sub\_root->right = avl\_erase(sub\_root->right, deletePlayer);

else {

TreeNode\* rightChild = sub\_root->right;

TreeNode\* leftChild = sub\_root->left;

delete sub\_root;

sub\_root = nullptr;

if (rightChild == nullptr) return leftChild;

TreeNode\* minimal = minimum(rightChild);

minimal->right = removeMinimal(rightChild);

minimal->left = leftChild;

return balanceNode(minimal);

}

return balanceNode(sub\_root);

}

void erase(Data& deletePlayer) {

if (!find(deletePlayer)) return;

root = avl\_erase(root, deletePlayer);

entities--;

}

//

int size() { return entities; }

//

void inorderTraversal(TreeNode\*& currNode) {

if (currNode != nullptr) {

inorderTraversal(currNode->left);

std::cout << std::setw(15) << "username:" << currNode->player.username << "\trank:" << currNode->player.rank << "\texpetience:" << currNode->player.experience << "\tcommunity contribution:" << currNode->player.communityConr << std::endl;

inorderTraversal(currNode->right);

}

}

void print() {

inorderTraversal(root);

}

//

//

int maxDepth(TreeNode\* &treeRoot) {

if (treeRoot == nullptr) {

return 0;

}

else {

int leftDepth = maxDepth(treeRoot->left);

int rightDepth = maxDepth(treeRoot->right);

if (leftDepth > rightDepth) return leftDepth + 1;

else return rightDepth + 1;

}

}

int height() {

return maxDepth(root);

}

//

//

void lookInRange(Data& minObj, Data& maxObj, TreeNode\*& treeRoot, int& inRange) {

if (treeRoot != nullptr) {

if (treeRoot->player < minObj) lookInRange(minObj, maxObj, treeRoot->right, inRange);

if (treeRoot->player > maxObj) lookInRange(minObj, maxObj, treeRoot->left, inRange);

if ((treeRoot->player > minObj || treeRoot->player == minObj) && (treeRoot->player < maxObj || treeRoot->player == maxObj)) {

lookInRange(minObj, maxObj, treeRoot->left, inRange);

inRange++;

lookInRange(minObj, maxObj, treeRoot->right, inRange);

}

}

}

int findInRange(Data& minObj, Data& maxObj) {

int numberInrange = 0;

lookInRange(minObj, maxObj, root, numberInrange);

return numberInrange;

}

//

//balancing methods(ritations for AVL tree)

int getHeight(TreeNode\*& node) {

return node ? node->height : 0;

}

int balanceFactor(TreeNode\*& node) {

return getHeight(node->right) - getHeight(node->left);

}

void fixHeight(TreeNode\*& node) {

int rightH = getHeight(node->right);

int leftH = getHeight(node->left);

node->height = (rightH > leftH ? rightH : leftH) + 1;

}

TreeNode\* rotateRight(TreeNode\*& node) {

TreeNode\* leftChild = node->left;

node->left = leftChild->right;

leftChild->right = node;

if (node == root) {

root = leftChild;

}

fixHeight(node);

fixHeight(leftChild);

return leftChild;

}

TreeNode\* rotateLeft(TreeNode\*& node) {

TreeNode\* rightChild = node->right;

node->right = rightChild->left;

rightChild->left = node;

if (node == root) {

root = rightChild;

}

fixHeight(node);

fixHeight(rightChild);

return rightChild;

}

TreeNode\* balanceNode(TreeNode\*& node) {

fixHeight(node);

if (balanceFactor(node) == 2) {

if (balanceFactor(node->right) < 0) node->right = rotateRight(node->right);

node = rotateLeft(node);

}

if (balanceFactor(node) == -2) {

if (balanceFactor(node->left) > 0) node->left = rotateLeft(node->left);

node = rotateRight(node);

}

// otherwise it is already balanced

return node;

}

//

// some additional methods:

//

void deleteRange(Data& minObj, Data& maxObj, TreeNode\*& treeRoot) {

if (treeRoot != nullptr) {

if (treeRoot->player < minObj) deleteRange(minObj, maxObj, treeRoot->right);

if (treeRoot->player > maxObj) deleteRange(minObj, maxObj, treeRoot->left);

if ((treeRoot->player > minObj || treeRoot->player == minObj) && (treeRoot->player < maxObj || treeRoot->player == maxObj)) {

erase(treeRoot->player);

deleteRange(minObj, maxObj, root);

}

}

}

void eraseRange(Data& minObj, Data& maxObj) {

deleteRange(minObj, maxObj, root);

}

//

//

void inorderAdding(TreeNode\*& currNode) {

if (currNode != nullptr) {

inorderAdding(currNode->left);

insert(currNode->player);

inorderAdding(currNode->right);

}

}

void merge(BinarySearchTree& otherTree) {

inorderAdding(otherTree.root);

}

//

//

void spliting(TreeNode\* sub\_root, Data& obj, BinarySearchTree\* tree1, BinarySearchTree\* tree2) {

if (sub\_root != nullptr) {

spliting(sub\_root->left, obj, tree1, tree2);

if (sub\_root->player < obj) tree1->insert(sub\_root->player);

else tree2->insert(sub\_root->player);

spliting(sub\_root->right, obj, tree1, tree2);

}

}

pair<BinarySearchTree\*, BinarySearchTree\*> split(Data& obj) {

BinarySearchTree\* tree1 = new BinarySearchTree;

BinarySearchTree\* tree2 = new BinarySearchTree;

spliting(root, obj, tree1, tree2);

return { tree1, tree2 };

}

//

};

bool testBinarySearchTree()

{

srand(time(NULL));

const int iters = 80000;

const int keysAmount = iters \* 2;

const int itersToRangeQueries = 1000;

vector<Data> data(keysAmount);

vector<Data> dataToInsert(iters);

vector<Data> dataToErase(iters);

vector<Data> dataToFind(iters);

vector<pair<Data, Data>> dataToRangeQueries;

for (int i = 0; i < iters; i++)

{

dataToInsert[i] = data[generateRandLong() % keysAmount];

dataToErase[i] = data[generateRandLong() % keysAmount];

dataToFind[i] = data[generateRandLong() % keysAmount];

}

for (int i = 0; i < itersToRangeQueries; i++)

{

Data minData = Data();

Data maxData = Data();

if (maxData < minData)

{

swap(minData, maxData);

}

dataToRangeQueries.push\_back({ minData, maxData });

}

BinarySearchTree myTree;

clock\_t myStart = clock();

for (int i = 0; i < iters; i++)

{

myTree.insert(dataToInsert[i]);

}

int myInsertSize = myTree.size();

int myTreeHeight = myTree.height();

int optimalTreeHeight = log2(myInsertSize) + 1;

for (int i = 0; i < iters; i++)

{

myTree.erase(dataToErase[i]);

}

int myEraseSize = myInsertSize - myTree.size();

int myFoundAmount = 0;

for (int i = 0; i < iters; i++)

{

if (myTree.find(dataToFind[i]))

{

myFoundAmount++;

}

}

clock\_t myEnd = clock();

float myTime = (float(myEnd - myStart)) / CLOCKS\_PER\_SEC;

set<Data> stlTree;

clock\_t stlStart = clock();

for (int i = 0; i < iters; i++)

{

stlTree.insert(dataToInsert[i]);

}

int stlInsertSize = stlTree.size();

for (int i = 0; i < iters; i++)

{

stlTree.erase(dataToErase[i]);

}

int stlEraseSize = stlInsertSize - stlTree.size();

int stlFoundAmount = 0;

for (int i = 0; i < iters; i++)

{

if (stlTree.find(dataToFind[i]) != stlTree.end())

{

stlFoundAmount++;

}

}

clock\_t stlEnd = clock();

float stlTime = (float(stlEnd - stlStart)) / CLOCKS\_PER\_SEC; clock\_t myRangeStart = clock();

int myRangeFoundAmount = 0;

for (int i = 0; i < itersToRangeQueries; i++)

{

myRangeFoundAmount += myTree.findInRange(dataToRangeQueries[i].first,

dataToRangeQueries[i].second);

}

clock\_t myRangeEnd = clock();

float myRangeTime = (float(myRangeEnd - myRangeStart)) / CLOCKS\_PER\_SEC;

clock\_t stlRangeStart = clock();

int stlRangeFoundAmount = 0;

for (int i = 0; i < itersToRangeQueries; i++)

{

const auto& low = stlTree.lower\_bound(dataToRangeQueries[i].first);

const auto& up = stlTree.upper\_bound(dataToRangeQueries[i].second);

stlRangeFoundAmount += distance(low, up);

}

clock\_t stlRangeEnd = clock();

float stlRangeTime = (float(stlRangeEnd - stlRangeStart)) / CLOCKS\_PER\_SEC;

cout << "My BinaryTree: height = " << myTreeHeight << ", optimal height = " << optimalTreeHeight << endl;

cout << "Time: " << myTime << ", size: " << myInsertSize << " - " << myEraseSize << ", found amount : " << myFoundAmount << endl;

cout << "Range time: " << myRangeTime << ", range found amount: " << myRangeFoundAmount << endl << endl;

cout << "STL Tree:" << endl;

cout << "Time: " << stlTime << ", size: " << stlInsertSize << " - " << stlEraseSize << ", found amount: " << stlFoundAmount << endl;

cout << "Range time: " << stlRangeTime << ", range found amount: " << stlRangeFoundAmount << endl << endl;

if (myInsertSize == stlInsertSize && myEraseSize == stlEraseSize && myFoundAmount == stlFoundAmount && myRangeFoundAmount == stlRangeFoundAmount)

{

cout << "The lab is completed" << endl;

return true;

}

cerr << ":(" << endl;

return false;

}

int main()

{

srand(time(NULL));

testBinarySearchTree();

cout << endl;

vector<Data> players(10000);

for (int i = 0; i < 10000; i++) {

players[i] = Data();

}

vector<pair<Data, Data>> dataToRangeQueries(10);

for (int i = 0; i < 10; i++)

{

Data minData = Data();

Data maxData = Data();

if (maxData < minData)

{

swap(minData, maxData);

}

dataToRangeQueries.push\_back({ minData, maxData });

}

BinarySearchTree playersTree;

for (int i = 0; i < 10000; i++) {

playersTree.insert(players[i]);

}

std::cout << std::endl;

for (int i = 0; i < 5000; i++) {

playersTree.erase(players[i]);

}

int myRangeFoundAmount = 0;

int beforeRangeErase = playersTree.size();

for (int i = 0; i < 10; i++)

{

myRangeFoundAmount += playersTree.findInRange(dataToRangeQueries[i].first, dataToRangeQueries[i].second);

playersTree.eraseRange(dataToRangeQueries[i].first, dataToRangeQueries[i].second);

}

bool correctRangeErase = false;

beforeRangeErase - myRangeFoundAmount == playersTree.size() ? correctRangeErase = true : correctRangeErase = false;

cout << "Tree size before rangeErase(): " << beforeRangeErase << "\tmyRangeFoundAmount:" << myRangeFoundAmount <<"\tAfter: "<<playersTree.size()<< "\ncorrectRangeErase: " << correctRangeErase;

cout << endl;

}

**Код програми(доповнене завдання):**

#include <iostream>

#include <fstream>

#include <iomanip>

#include <string>

#include <unordered\_map>

#include <vector>

struct Node {

bool isLeaf = false;

std::unordered\_map<char, Node\*> children;

std::vector<char> children\_keys;

};

struct Trie {

Node\* root;

Trie() {

root = new Node;

root->isLeaf = false;

}

void insert(std::string word) {

Node\* initialRoot = root;

for (int i = 0; i < word.length(); i++) {

if (root->children[word[i]] == 0) {

root->children\_keys.push\_back(word[i]);

root->children[word[i]] = new Node;

if(i == word.length() - 1) {

root->children[word[i]]->isLeaf = true;

root = initialRoot;

return;

}

}

root = root->children[word[i]];

}

root = initialRoot;

}

void findSuffixes(std::vector<std::string>\* resultWords, Node\* sub\_root, std::string prefix) {

for (int i = 0; i < sub\_root->children\_keys.size(); i++) {

std::string initialPrefix = prefix;

findSuffixes(resultWords, sub\_root->children[sub\_root->children\_keys[i]], prefix.append(1, sub\_root->children\_keys[i]));

prefix = initialPrefix;

}

if(sub\_root->isLeaf == true) {

resultWords->push\_back(prefix);

}

}

std::vector<std::string> findByPrefix(std::string prefix) {

std::vector<std::string> resultWords;

Node\* initialRoot = root;

for (int i = 0; i < prefix.length(); i++) {

if(root->children[prefix[i]] == 0){

std::cout << "No such prefix in Trie((";

return {}; // returns an empty vector

}

root = root->children[prefix[i]];

}

findSuffixes(&resultWords, root, prefix);

root = initialRoot;

return resultWords;

}

};

void fillTree(Trie\* trie) {

std::string word;

std::ifstream file("words\_alpha.txt");

while (getline(file, word)) {

trie->insert(word);

}

file.close();

}

void printOutVector(std::vector<std::string> wordsVec) {

for (int i = 0; i < wordsVec.size(); i++) {

std::cout << std::setw(5) << wordsVec[i] << ", ";

}

}

int main()

{

Trie trie;

std::string word;

int choise = 0;

std::vector<std::string> foundWords;

fillTree(&trie);

std::cout << trie.root->children.size();

while (true) {

system("cls");

std::cout << "Enter a word for autocompletion: ";

std::cin >> word;

foundWords = trie.findByPrefix(word);

printOutVector(foundWords);

std::cout << std::endl;

std::cout << "Countinue? (1/0) :";

std::cin >> choise;

if (choise == 0) {

break;

}

}

}

**Результати роботи програми:**
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**Висновки:**

Я ознайомився і дослідив структури даних бінарне дерево пошуку та префіксне дерево, розглянув механізми балансування дерева. Набув навичок реалізації бінарного дерева пошуку мовою програмування С++, порівняв власну реалізацію з готовим бібліотечним рішенням STL. А також як додаткове завдання розібрав та імпдементував префіксне дерево для зберігання слів та реалзіції функції автодоповнення сліва на його базію